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This thesis presents a practical method for calculating and representing entropy-based metrics for a set of 
bibliographic records evolving over time, in support of Dr. Michael Saboe’s dissertation research which 
addressed the ability to measure software technology transfer. The implementation of the analysis 
methodology for determining the information-temperature of evolving datasets containing bibliographic 
records is described. The information-temperature metric is based on information entropy and is used to 
relate the maximum complexity of a system to the current complexity.  
     The implementation of the analysis methodology required using data mining techniques to prepare the 
datasets. Additionally, since the information-temperature metric derived from Saboe’s work was a new 
emerging concept, the data analysis methodology had to be refined several times in order to obtain the 
desired results. An iterative software development paradigm was used to write the application in three 
iterations using Visual Basic.  
     At the end of the implementation the data analysis process became systemized, allowing the outlining of 
the steps to compute the temperature of datasets, and it is estimated that the learning curve of the analysis 
can be reduced by 50 percent through integration and packing of the analysis functions into a stand-alone 
application with an intuitive user interface. 
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This thesis extends the Computer Aided Software Evolution System (CASES) with Quality Function 
Deployment (QFD) to enhance dependency traceability (type and degree) between software development 
artifacts. Embedding Quality Function Deployment (QFD) in the Relational Hypergraph Software 
Evolution Model to prototype a Holistic Framework for Software Engineering (HFSE) is the major task 
achieved by this thesis.  CASES is implemented by using Java Development Kit (JDK) 1.3.1 and an open 
software architecture.  The primary contributions of this research include: 1) embedding QFD into CASES 
to record and track artifact dependencies, 2) providing engineering views of QFD dependencies, and 3) 
providing a stakeholder Graphical User Interface (GUI) to define and manage any software evolution 
process. 
     These major contributions allow a software engineer to: 1) input, modify, and analyze dependency 
characteristics between software artifacts within a QFD framework, 2)  make decisions based upon views 
of dependency information, and 3) design a custom software evolution model through the use of a GUI.
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Software is often developed under a process that can at best be described as ad hoc.  While it is possible to 
develop quality software under an ad hoc process, formal processes can be developed to help increase the 
overall quality of the software under development.  The application of these processes allows for an 
organization to mature.  The software maturity level, and process improvement, of an organization can be 
measured with the Capability Maturity Model.  The scope of this work is to use organizationally improved 
software processes on a small scale software product developed by the U.S. Army.  The goal is to establish 
process improvement based on the Capability Maturity Model.  
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